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Abstract—We present a summary of a problem analysis examining the challenges of introducing automated component black-box testing for an evolutionary grown software system. We outline the system and illustrate the challenges associated with testing. To explore to what extent black-box testing is feasible under a set of given conditions, we developed a prototype test automation framework. We describe the lessons learned in the process.

Keywords—test automation; black-box testing; regression testing; architecture degradation; coupling; industry example

I. INTRODUCTION AND BACKGROUND

We consider a commercial software product used for processing digital signals obtained from sensor measurements.1 The product’s code has grown evolutionary during more than a decade with contributions from various individuals. Maintenance cost of the system has risen over time due to software architecture degradation [1], in particular increased coupling. At the same time, black-box testing effectiveness has been hampered by inadequate requirements and incomplete documentation of software interfaces. The combination of these problems has led to increased costs and risks when implementing changes.

II. TESTING CHALLENGES

The software manufacturer’s previous test strategy fore- saw manual system-level tests only. With additional cus- tomer needs emerging over time, changes to the long untouched signal-processing algorithm implementations became unavoidable. The test strategy’s scope was broadened to include testing of novel algorithms in parallel with the existing implementations. Defining testable requirements for the signal-processing pipeline is not straightforward. Floating-point arithmetic, real-time constraints and an error propagation function across pipeline stages that is not fully understood amount to a multitude of objectives which are in part not adequately specified. Additionally, lacking documentation and coupling of system components further obstruct testing towards ensured confidence in the correct functioning of the software.

III. TEST AUTOMATION PROTOTYPE

Our goal with this work is to assess to what extent black-box testing of system components in an automated fashion is feasible given the challenges described. We decided to develop a prototype solution to gather tangible evidence for the assessment. In particular, the prototype should calculate a set of predefined quantitative measures during test execution to support diagnosis of how a particular change to the signal-processing algorithm implementations affects a functional or performance characteristic at different stages of the signal-processing pipeline.

This resulted in a test automation prototype based on the equivalence partitioning approach, with manual specification of example inputs and acceptance criteria. The prototype allows for testing individual stages of the signal processing pipeline, including the possibility to simultaneously test alternative implementations.

IV. LESSONS LEARNED

We used the prototype to test a particular stage of the signal-processing pipeline given a set of recorded sensor measurements as input and maximum admissible deviations from target output signals as acceptance criteria. While we found the prototype to correctly identify the test cases failing the criteria, the quantitative measures alone were not enough to explain the causes of the deviations. We regard the current prototype to be suitable for regression testing with binary outcome (pass/fail). In its present form, however, it is not generic enough to be used for testing of arbitrary software systems. More informative test results would require adding support for more analytical testing methods [2].
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